**Міністерство освіти і науки України**

**Національний авіаційний університет**

**Навчально-науковий інститут комп’ютерних**

**інформаційних технологій**

![AttributeNAU](data:image/jpeg;base64,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)

Лабораторна робота №3.2

з дисципліни «Об’єктивно-орієнтоване програмування»

«Дослідження колекцій та узагальнених колекцій С#»

Виконав студент:

групи ПІ-224Б

Ляшенко Б.М.

Перевірив викладач:

Домків Т.С

Київ 2022

Історія контролю

|  |  |  |
| --- | --- | --- |
| **Дата** | **Опис** | **Автор** |
| 20.09.2022 | Дослідження колекцій та узагальнених колекцій. | Ляшенко Богдан Михайлович |

**Мета**: дослідити класи-колекції та узагальнені колекції у мові програмування С#.

**Завдання:**

1. Описати клас, заданий варіантом у мові програмування С# (табл. 1).
2. Створити список об’єктів класу, вказаного в п.1, використовуючи будь-яку бібліотечну узагальнену (Generic), звичайну (non-generic) колекцію С#, а також масив. Продемонструвати основні операції з колекціями та масивами: додавання, видалення, оновлення, пошук елементу та прохід по набору даних. Порівняти поведінку та пояснити відмінності. Максимальна оцінка за виконання завдання 1-2 - «задовільно».
3. Створити бінарне дерево об'єктів класу, вказаного в п.1. При цьому для бінарного дерева передбачити можливість зберігати дані будь-якого типу (створити узагальнений тип). Елементами дерева не можуть бути структури. Максимальна оцінка за виконання завдання 1-3 - «добре».
4. Доповнити бінарне дерево з п.3 операцію порівняння (використати узагальнені типи та інтерфейси IComparer<T> і/чи IComparable<T>). Продемонструвати функціонал, реалізований з інтерфейсів порівняння через виклик методів сортування. А також реалізувати власний ітератор, використовуючи інтерфейси <IEnumerable> та <IEnumerator>. Обхід дерева реалізувати відповідно до віріанту з табл 1 (колонка «Порядок обходу дерева\*»). Максимальна оцінки за виконання завдань 1-4 – «відмінно».

![](data:image/png;base64,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)

**Хід роботи**

MyString

using System;

namespace My\_String

{

public class MyString : IComparable<MyString>// +

{

char[] value;

public MyString(string value)

{

this.value = value.ToCharArray();

}

public string Value

{

get { return new string(value); }

private set

{

this.value = value.ToCharArray();

}

}

public int Length

{

get

{

return Value.Length;

}

}

#region Task Methods

public (bool, char[]) IsSubString(string subString)

{

if (subString != null && subString.Length <= Value.Length)

{

int rows = Value.Length;

int columns = subString.Length;

char[] res = new char[Value.Length];

int[,] lcs = new int[rows + 1, columns + 1];

for (int i = 1; i <= rows; i++)

{

for (int j = 1; j <= columns; j++)

{

if (Value[i - 1].Equals(subString[j - 1]))

{

lcs[i, j] = lcs[i - 1, j - 1] + 1;

res[i - 1] = Value[i - 1];

}

else

lcs[i, j] = Math.Max(lcs[i, j - 1], lcs[i - 1, j]);

}

}

if (subString.Length == lcs[rows, columns])

return (true, res);

}

return (false, null);

}

public void InsertSubString(string subString, int index)

{

if (index <= Value.Length)

{

char[] res = new char[Value.Length + subString.Length];

char[] chars = Value.ToCharArray();

int i = 0;

for (; i < index; i++)

res[i] = chars[i];

for (int j = 0; j < subString.Length; j++, i++)

res[i] = subString.ToCharArray()[j];

for (int j = index; j < chars.Length; j++, i++)

res[i] = chars[j];

Value = new string(res);

}

}

public void ChangeSubString(string subString, string newSubString)

{

if (IsSubString(subString).Item1)

{

int index = 0;

char[] sub = IsSubString(subString).Item2;

while (sub[index] == '\0')

index++;

char[] res = new char[Value.Length + subString.Length];

char[] chars = Value.ToCharArray();

int i = 0;

for (; i < index; i++)

res[i] = chars[i];

for (int j = 0; j < newSubString.Length; j++, i++)

res[i] = newSubString.ToCharArray()[j];

for (int j = subString.Length + index; j < chars.Length; j++, i++)

res[i] = chars[j];

Value = new string(res);

}

else

throw new ArgumentException($"this string: {Value} does not contain subString: {subString}");

}

#endregion

#region Object

public override int GetHashCode()

{

return Value.GetHashCode();

}

public override bool Equals(object obj)

{

if (obj is MyString)

{

MyString my = (MyString)obj;

return 0 == CompareTo(my);

}

return false;

}

public override string ToString()

{

string res = $"{Value}({Length})";

return res;

}

#endregion

public int CompareTo(MyString other)

{

return Value.CompareTo(other.Value);

}

public static implicit operator MyString(string value)

{

MyString my = new MyString(value);

return my;

}

}

}

**BinaryTreeNode**

using System;

namespace MyBinaryTree

{

public class BinaryTreeNode<TNode> : IComparable<TNode> where TNode : class, IComparable<TNode>

{

public BinaryTreeNode(TNode value)

{

Value = value;

}

public TNode Value { get; private set; }

public BinaryTreeNode<TNode> Left { get; set; }

public BinaryTreeNode<TNode> Right { get; set; }

#region IComparable<TNode>

public int CompareTo(TNode other)

{

return Value.CompareTo(other);

}

public int CompareNode(BinaryTreeNode<TNode> other)

{

return Value.CompareTo(other.Value);

}

#endregion

}

}

**BinaryTree**

using System;

using System.Collections;

using System.Collections.Generic;

namespace MyBinaryTree

{

public class BinaryTree<T> : IEnumerable<T>, ICollection<T> where T : class, IComparable<T>

{

BinaryTreeNode<T> root;

int count;

public BinaryTree()

{

root = null;

count = 0;

}

public BinaryTree(IEnumerable storage)

{

foreach (T item in storage)

{

Add(item);

}

}

#region ICollection<T>

public int Count => count;

public bool IsReadOnly => false;

public void Add(T item)

{

BinaryTreeNode<T> current = new BinaryTreeNode<T>(item);

if (root == null)

root = current;

else

add(root, current);

count++;

}

void add(BinaryTreeNode<T> root, BinaryTreeNode<T> current)

{

int res = current.CompareNode(root);

if (res < 0)

{

if (root.Left != null)

add(root.Left, current);

else

root.Left = current;

}

else

{

if (root.Right != null)

add(root.Right, current);

else

root.Right = current;

}

}

public void Clear()

{

root = null;

count = 0;

}

public bool Contains(T item)

{

return FindNodeWithParent(item).node != null;

}

(BinaryTreeNode<T> node, BinaryTreeNode<T> parent) FindNodeWithParent(T Value)

{

BinaryTreeNode<T> node = root;

BinaryTreeNode<T> parent = null;

while (node != null)

{

int res = Value.CompareTo(node.Value);

if (res > 0)

{

parent = node;

node = node.Right;

}

else if (res < 0)

{

parent = node;

node = node.Left;

}

else

break;

}

return (node, parent);

}

public void CopyTo(T[] array, int arrayIndex)

{

for (int i = arrayIndex; i < array.Length; i++)

{

array[i] = PostOrderTraversal()[i];

}

}

public bool Remove(T item)

{

if (Contains(item))

{

count--;

BinaryTreeNode<T> node = FindNodeWithParent(item).node;

BinaryTreeNode<T> parent = FindNodeWithParent(item).parent;

if (node.Right == null)

{

if (node == root)

root = node.Left;

else

{

int res = node.CompareNode(parent);

if (res > 0)

parent.Right = node.Left;

else if (res < 0)

parent.Left = node.Left;

}

}

else if (node.Right.Left == null)

{

node.Right.Left = node.Left;

if (node == root)

root = node.Right;

else

{

int res = node.CompareNode(parent);

if (res > 0)

parent.Right = node.Right;

else if (res < 0)

parent.Left = node.Right;

}

}

else

{

BinaryTreeNode<T> mostLeft = node.Right.Left;

BinaryTreeNode<T> mostLeftParent = node.Right;

while (mostLeft != null)

{

mostLeftParent = mostLeft;

mostLeft = mostLeft.Left;

}

mostLeftParent.Left = mostLeft.Right;

mostLeft.Left = node.Left;

mostLeft.Right = node.Right;

if (node == root)

root = mostLeft;

else

{

int res = node.CompareNode(parent);

if (res > 0)

parent.Right = mostLeft;

else if (res < 0)

parent.Left = mostLeft;

}

}

return true;

}

return false;

}

#endregion

#region IEnumerator<T>

public IEnumerator<T> GetEnumerator()

{

//return PreOrderTraversal().GetEnumerator();

return PostOrderTraversal().GetEnumerator();

}

IEnumerator IEnumerable.GetEnumerator()

{

return GetEnumerator();

}

#endregion

#region Post Order Traversal (left right root)

public List<T> PostOrderTraversal()

{

List<T> list = new List<T>();

return PostOrderTraversal(root, ref list);

}

List<T> PostOrderTraversal(BinaryTreeNode<T> root, ref List<T> list)

{

if (root == null)

throw new Exception("Tree is empty");

if (root.Left != null)

PostOrderTraversal(root.Left, ref list);

if (root.Right != null)

PostOrderTraversal(root.Right, ref list);

list.Add(root.Value);

return list;

}

#endregion

#region Pre Order Traversal (root left right)

public List<T> PreOrderTraversal()

{

List<T> list = new List<T>();

return PreOrderTraversal(root, ref list);

}

List<T> PreOrderTraversal(BinaryTreeNode<T> root, ref List<T> list)

{

if (root == null)

throw new Exception("Tree is empty");

list.Add(root.Value);

if (root.Left != null)

PreOrderTraversal(root.Left, ref list);

if (root.Right != null)

PreOrderTraversal(root.Right, ref list);

return list;

}

#endregion

#region In Order Traversal (left root right)

public List<T> InOrderTraversal()

{

List<T> list = new List<T>();

return InOrderTraversal(root, ref list);

}

List<T> InOrderTraversal(BinaryTreeNode<T> root, ref List<T> list)

{

if (root == null)

throw new Exception("Tree is empty");

if (root.Left != null)

InOrderTraversal(root.Left, ref list);

list.Add(root.Value);

if (root.Right != null)

InOrderTraversal(root.Right, ref list);

return list;

}

#endregion

}

}

**Storages**

using My\_String;

using MyBinaryTree;

using System;

using System.Collections;

using System.Collections.Generic;

using System.Linq;

namespace InteractWithStorages

{

internal class Storages<T> where T : class, IComparable<T>

{

MyString[] initArray;

T[] array;

List<T> list;

ArrayList arrList;

BinaryTree<T> binarytree;

public Storages()

{

array = new T[0];

list = new List<T>();

arrList = new ArrayList();

binarytree = new BinaryTree<T>();

}

public void Init()

{

initArray = new MyString[]

{

new MyString("ABCDE"),

new MyString("ABC"),

new MyString("AB"),

new MyString("ABCD"),

new MyString("ABCDEFG"),

new MyString("ABCDEF"),

new MyString("ABCDEFGK")

};

array = new T[initArray.Length];

System.Array.Copy(initArray, array, array.Length);

CreateArrayList();

CreateList();

CreateBinaryTree();

}

#region List

List<T> CreateList()

{

list.AddRange(array);

return list;

}

public List<T> List

{

get => list;

}

#endregion

#region ArrayList

ArrayList CreateArrayList()

{

arrList.AddRange(array);

return arrList;

}

public ArrayList ArrayList

{

get => arrList;

}

#endregion

#region BinaryTree

BinaryTree<T> CreateBinaryTree()

{

binarytree = new BinaryTree<T>(array);

return binarytree;

}

public BinaryTree<T> BinaryTree

{

get => binarytree;

}

#endregion

#region Array

public T[] Array

{

get => array;

}

public void AddToArray(T value)

{

if (array.Length == 0)

{

array = new T[1];

array[0] = value;

return;

}

T[] newArr = new T[array.Length + 1];

int i = 0;

for (; i < array.Length; i++)

newArr[i] = array[i];

newArr[newArr.Length - 1] = value;

array = newArr;

}

public void DeleteFromArray(T value)

{

if (array.Contains<T>(value))

{

int i = 0;

for (; i < array.Length; i++)

{

if (array[i].Equals(value))

break;

}

System.Array.Copy(array, i + 1, array, i, array.Length - i - 1);

T[] my = new T[array.Length - 1];

System.Array.Copy(array, my, array.Length - 1);

array = my;

}

}

#endregion

public void AddToStorage(dynamic storage, T value) => storage.Add(value);

public void DeleteFromStorage(dynamic storage, T value) => storage.Remove(value);

}

}

**ConsoleMenu**

using My\_String;

using System;

using System.Collections;

using System.Collections.Generic;

using System.Linq;

using System.Reflection;

using System.Text.RegularExpressions;

namespace InteractWithStorages

{

public static class ConsoleMenu

{

static Storages<MyString> my = new Storages<MyString>();

static Exception wrongName = new Exception("Wrong name of collection");

#region Regexes

static Regex regexShow = new Regex(@"/show\s+(?<name>[A-Za-z]+)$");

static Regex regexShowBT = new Regex(@"/show\s+(?<name>[A-Za-z]+)\s+(?<order>[A-Za-z]+)");

static Regex regexSearch = new Regex(@"/search\s+(?<name>[A-Za-z]+)\s+(?<value>\w+)");

static Regex regexAdd = new Regex(@"/add\s+(?<name>[A-Za-z]+)\s+(?<value>\w+)");

static Regex regexDelete = new Regex(@"/delete\s+(?<name>[A-Za-z]+)\s+(?<value>\w+)");

#endregion

#region Start

public static void Start()

{

Info();

string input;

do

{

Console.Write("\nEnter the command:");

input = Console.ReadLine();

Console.WriteLine();

try

{

CheckForLongExpression(input);

}

catch (Exception e)

{

Console.WriteLine(e.Message);

}

} while (input.ToLower() != "/end");

}

static void Info()

{

Console.WriteLine(

"All commands:\n" +

" /init - inizialize storages with default values;\n" +

" /storages - list of available storages;\n\n" +

" /add - add new MyString to selected storage;\n" +

" /delete - delete selected MyString from selected storage;\n" +

" /clear - clears all storages;\n\n" +

" /show - show selected storage;\n" +

" /search - search specific element in selected storage;\n\n" +

" /end - end program.");

}

static void Storages()

{

PropertyInfo[] propertyInfos = typeof(Storages<MyString>).GetProperties();

Console.Write("Storages are available: ");

foreach (PropertyInfo property in propertyInfos)

{

Console.Write(property.Name + ", ");

}

Console.WriteLine();

}

static void Init()

{

my.Init();

}

static void CheckForLongExpression(string input)

{

bool isMatch = regexShow.IsMatch(input) || regexSearch.IsMatch(input)

|| regexDelete.IsMatch(input) || regexAdd.IsMatch(input) || regexShowBT.IsMatch(input);

if (isMatch)

{

Match show = regexShow.Match(input);

Match search = regexSearch.Match(input);

Match add = regexAdd.Match(input);

Match delete = regexDelete.Match(input);

Match showBT = regexShowBT.Match(input);

if (show.Success)

{

ShowStorage(show.Groups["name"].ToString());

}

else if (add.Success)

{

AddToStorage(add.Groups["name"].ToString().ToLower(),

add.Groups["value"].ToString());

}

else if (search.Success)

{

SearchInStorage(search.Groups["name"].ToString().ToLower(),

search.Groups["value"].ToString());

}

else if (delete.Success)

{

DeleteFromStorage(delete.Groups["name"].ToString().ToLower(),

delete.Groups["value"].ToString());

}

else if (showBT.Success)

{

string name = showBT.Groups["name"].ToString() + " " +

showBT.Groups["order"].ToString();

ShowStorage(name);

}

}

else

{

switch (input.ToLower())

{

case "/info":

Info();

break;

case "/init":

Init();

break;

case "/add":

Storages();

AddToStorage();

break;

case "/storages":

Storages();

break;

case "/show":

Storages();

ShowStorage();

break;

case "/search":

SearchInStorage();

break;

case "/delete":

Storages();

DeleteFromStorage();

break;

case "/clear":

Clear();

break;

case "/cls":

Console.Clear();

Info();

break;

default:

Console.WriteLine("Ther is no such a command");

break;

}

}

}

#endregion

#region Show

static void ShowStorage(string name = null)

{

if (name == null)

{

Console.Write("Enter name of the storage you want to get:");

name = Console.ReadLine();

}

switch (name.ToLower())

{

case "list":

Display(my.List);

break;

case "arraylist":

Display(my.ArrayList);

break;

case "array":

Display(my.Array);

break;

case "binarytree":

Display(my.BinaryTree);

break;

case "binarytree postorder":

Display(my.BinaryTree.PostOrderTraversal());

break;

case "binarytree preorder":

Display(my.BinaryTree.PreOrderTraversal());

break;

case "binarytree inorder":

Display(my.BinaryTree.InOrderTraversal());

break;

default:

throw wrongName;

}

}

static void Display(IEnumerable storage)

{

int i = -1;

foreach (MyString myString in storage)

{

Console.WriteLine($"{++i}." + myString);

}

if (i == -1)

throw new Exception("Storage is Empty!");

Console.WriteLine();

}

#endregion

#region Add

static void AddToStorage(string name = null, string value = null)

{

if (name == null)

{

Console.Write("Enter name of the storage where you want to add MyString:");

name = Console.ReadLine();

}

switch (name)

{

case "list":

my.AddToStorage(my.List, add(value));

Display(my.List);

break;

case "arraylist":

my.AddToStorage(my.ArrayList, add(value));

Display(my.ArrayList);

break;

case "array":

my.AddToArray(add(value));

Display(my.Array);

break;

case "binarytree":

my.AddToStorage(my.BinaryTree, add(value));

Display(my.BinaryTree);

break;

default:

throw wrongName;

}

}

static MyString add(string value)

{

if (value == null)

{

Console.Write("Enter value which you want to add:");

value = Console.ReadLine();

}

MyString myString = new MyString(value);

return myString;

}

#endregion

#region Delete

static void DeleteFromStorage(string name = null, string value = null)

{

if (name == null)

{

Console.Write("Enter name of storage from which you want to delete MyString:");

name = Console.ReadLine().ToLower();

}

switch (name)

{

case "list":

Display(my.List);

my.DeleteFromStorage(my.List, del(value));

break;

case "arraylist":

Display(my.ArrayList);

my.DeleteFromStorage(my.ArrayList, del(value));

break;

case "array":

Display(my.Array);

my.DeleteFromArray(del(value));

break;

case "binarytree":

Display(my.BinaryTree);

my.DeleteFromStorage(my.BinaryTree, del(value));

break;

default:

throw wrongName;

}

ShowStorage(name);

}

static MyString del(string value)

{

if (value == null)

{

Console.Write("Enter value of MyString you want to delete: ");

value = Console.ReadLine();

}

return value;

}

#endregion

#region Search

static void SearchInStorage(string name = null, string value = null)

{

if (name == null)

{

Console.Write("Enter name of storage where you want to find element: ");

name = Console.ReadLine().ToLower();

}

switch (name)

{

case "list":

contains(name, value, my.List);

break;

case "arraylist":

contains(name, value, null, my.ArrayList);

break;

case "array":

contains(name, value, my.Array);

break;

case "binarytree":

contains(name, value, my.BinaryTree);

break;

default:

throw wrongName;

}

}

static void contains(string name, string value, IEnumerable<MyString> stor, ArrayList arr = null)

{

if (stor == null && arr == null)

throw new Exception("Storage is Empty!");

else if (name == "arraylist")

{

if (value == null)

{

Console.Write("Enter value of item which you want to find: ");

value = Console.ReadLine();

}

Console.WriteLine($"{name} contains {value}: {my.ArrayList.Contains(new MyString(value))}");

return;

}

else if (value == null)

{

Console.Write("Enter value of item which you want to find: ");

value = Console.ReadLine();

}

Console.WriteLine($"{name} contains {value}: {stor.Contains<MyString>(new MyString(value))}");

}

#endregion

static void Clear()

{

my = new Storages<MyString>();

}

}

}

**MainProgram**

using InteractWithStorages;

namespace MainProgram

{

internal class Program

{

static void Main(string[] args)

{

ConsoleMenu.Start();

}

}

}

**Висновок:**

**Під час виконная індивідуального завдання лабораторної роботи я дослідив класи-колекції та узагальнені колекції у мові програмування С#.**